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Abstract 
The author investigated the flaws with two-party computation over a cloud or parallel 

services for an encrypted data which can be easily accessed by any efficient shell 
programmer. Generally, the computation with the slaves and the master enables the 

store-to-store data locally, even that may be a constant amount of data and thereby we 
have found that the third parties can remotely access the n amount of data items, while 

ensuring that the identities of the items are kept hidden. Hence, in this short 

communication the author presented a patched protocol for hidden scalable 
computational environment to safeguard its computing data from outside interventions. 
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INTRODUCTION 
There have been various attempts for 

encryption of data storage already made and 

for the most part this field has been saturated 

for years [1–5]. Also, various encryption 

algorithm have been in common use for 

content encryption but apparently such 

methods limit the encryption advantage to 

only to and fro of data [6–8]. But for 

environment like that of searchable encryption 

in computing environment like that of cloud 

computing or parallel computing or even 

distributed computing the major setback that 

we have discovered is the easy accessibility of 

the computing data in the RAM using a clever 

shell scripting to determine the data or service 

usages that shall prove harmful to the other 

applications and individuals dependent over it. 

For example, whether data may or may not be 

encrypted but the service made in the server by 

the client will ultimately be used as monitoring 

or tackling the details such as based on app 

usage the web apps running on server can 

classify individuals based on their habits 

position, etc. Now, if one can configure the 

shell of the client’s source to manipulate or 

extract the data held for processing in the 

RAM of the server or even of client can be 

extracted to use for malicious purposes [9–13]. 

This is where the encryption in computation is 

required which had been completely left off in 

the previous studies [12–14]. As the handheld 

embedded systems are increasing in 

popularity, the major route to increase their 

computing power is restricted to sharing off 

hardware devices over a network but in due 

process we forget that no matter what 

algorithm it shall be used to encrypt but the 

processor or the process in the computation is 

left alone for the third parties to intervene 

easily.  

 

Now, the follow-up of the problem lies in the 

fact that if we use each thread to encrypt, the 

memory will overflow and thus will hinder 

computation. Therefore, to avoid this case 

scenario and also to use a methodology to 

provide security to the shared computation, we 

work on a real-world scenario of shared 

computing specifically of that of stock-

exchange action in the following steps:  

 

Consider that for a sequence of queries 

namely, q1, q2, q3…qn, is meant to follow by 

an action of the stock-exchange, thereby the 

curious server can easily have the capacity to 

learn about the content of queries, irrespective 

of the fact of being it encrypted. More 

importantly it can predict the action of user’s 

preferences with the sequence of queries 

appear over and over again in a familiar 

pattern by counting the frequency of threads 

processing to be threaded over RAM accessing 

the same data items. Thus, the server at its 

adversary can only prosecute the resources in 

an attempt for decrypting only those data items 
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which are targeted excessively by the targeted 

user, which adds an ability to the server to 

frame a relation between user and its queries to 

the server. Thus, for encryption of such data 

leaks, we can follow certain steps as follows:  

Initially, the data structure consists of data 

requests kept empty. For each request (of any 

type or process) of a register index (virtual 

address), the following operations are required 

to perform: 

1. Scan through the entire first level in a 

sequential order to find the item whose 

register-index. This step includes reading 

all the items in the first level. If the 

requested item is found, it is stored in the 

client’s secure memory, and the process 

continues as usual. 

2. For each level of operation, i = 2: N, do: 

examine its two possible register index in 

the hashing of the cache memory table of 

the current level. Frame a dummy loop out 

of hashing table to rearrange the memory 

index in the register units by refreshing 

dummy table from the dummy loop. This 

requires almost no computational expense 

to perform so and no sorting algorithm 

will intervene in that environment.  

3. Initiate scanning again all the way through 

entire first level in a sequential order, and 

write back the updated item of register-

index in the next available memory units.  

 

CONCLUSIONS 
This framework confuses the server to carry 

out queries and understand the pattern without 

adding or carrying out other computational 

load, and is easily implementable all other 

known constructions of RAM even the 

oblivious ones. The data flows followed by 

reshuffle of request in several levels does not 

has any overheads than the one which is 

requested and if any operation or attempts to 

made to finding the pattern it will putt the 

memory to a overload and lead the system to 

crash. Thereby, providing a fully secured 

privacy without any additional computation 

than the ongoing one. The author hopes that 

his work in this short communication will in 

future provide a secure privacy of online 

services especially those involved with 

computing.  
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